Abstract

Today’s Internet technology enables the customers to reach services through the web. However, some of the user demands may have a complex nature and cannot be answered by a single web service. Composite services have to be constructed to fulfill complex service demands. Generally, these composite structures appear to be user specific. In addition to this, due to the highly dynamic nature of the web, it is not possible to determine the atomic services that will constitute the composition in advance. Therefore composite service model should include user’s constraints and the composition should be performed dynamically and efficiently. The composition calls for the discovery of the services that fulfill the requirements of the user. In majority of the works on web service composition, the service discovery is based on service matching according to the requirements and constraints only on the atomic services. However, the requirements on the overall composition affect the selection of the services, as well. Another important point is to provide flexibility for the definition of the constraints. In this paper, we propose a system that can compose web services under the constraints on the overall composite service as well as requirements on the atomic services. We use a logic-based formalism, namely CCTR, for the definition of the composite web service and constraints, and the selection of the services. This framework provides a flexible constraint definition for the user by defining an acceptance level for constraints. The presented framework uses existing technologies for the discovery of services and for the service selection refinement and composition, CCTR scheduling mechanism is used.

1 Introduction

Web is growing to be a large collection of web services. There has been great efforts to define semantics and set standards for web services [35, 5, 6]. In the near future, it is expected that most of the service demands from the users and the customers will be answered through the web. In order to answer complex demands, composite web services have to be constructed. A composite web service is a set of atomic services among which there is an execution and data flow. In addition to this, there may be a set of user-specified constraints on the atomic services and on the composition.

Building a composite service calls for the discovery of the atomic services in such a way that the constraints will be fulfilled. In most of the previous work, for the service selection and service matching, only the constraints on atomic services are considered. However, the constraints that are defined on the composition are also effective on the service selection. For example, for a celebration arrangement service that includes send flower and dinner reservation atomic services, a limitation on the total budget should eliminate composition of expensive services. On the other hand, if only one of the service is expensive, it may be included in the composite web service, as long as the total budget is within the given limits. Another example on constraint on composition is the same constraint, in which a user wants all of or a subset of the services of the composition to be fulfilled by the same service provider. Such a constraint may be necessary when working with the same service provider for several services have some benefits such as discount.

The user may not be quite sure for the limits while she/he defines the constraints. For example, the total budget and total quality constraints may form to a trade-off and the user may prefer to leave one for a stronger fulfillment in another. In relation with this issue, composition frameworks may do automatic or semi-automatic composition. In a semi-automatic composition, a set of plans is presented to the user and user selects the best one to be executed as the composite service.

In this paper, we present a system that can compose web services under the constraints on the overall composite services as well as the requirements on the individual services. We use a logic-based formalism, namely CCTR [26], for the definition of the composite service model and constraints.
and the selection of the services. In this framework, the specification of cost constraints include acceptance level definition, which provides flexibility for the user to specify the limits. On the basis of the constraints and acceptance levels, a set of feasible plans are generated and ranked. This system may work as a automatic composition system where highest ranked plan is selected by default or it may work as semi-automatic system, where all plans are listed to the user and final decision is made by the user.

There has been extensive research on the service publish, discovery and message passing. This framework combines the existing technologies [32, 31, 36, 9, 16] for these steps with a new formalism for the composition. In this framework, service discovery is based on on UDDI [32] registries and the service selection is a two-level process. In the first level, service discovery is made through UDDI directories, on the basis of the required categories of the services. In this level, existing technologies for service matching and discovery can be incorporated into the system. In the second level, the matching service descriptions are translated to CCTR representations. CCTR scheduling mechanism is used to refine the service selection in order to guarantee that the services fulfill the constraints and acceptance level. As a result of this step, a set of plans is generated. The best plan is selected either by the system or by the user. Once the composite service is created, the definition can be translated into a service execution language such as WSFL [16] or BPEL4WS [9], for the execution.

The main contributions of this work can be listed as follows:

- The presented framework provides a uniform framework for the modeling and satisfaction of the constraints.
- It provides flexibility to the user for constraint specification.
- It can be used as an automatic or a semi-automatic composition system.

In the rest of the paper, the following is used as the running example.

**Example 1.1** For wedding anniversary celebration, a person wants to buy a flower bouquet, as a gift either buy a pair of earrings or buy a one-day weekend trip for his spouse and make dinner reservation. The constraints are $\text{budget} \leq 700 \$, $\text{duration} \leq 5 \text{ hours}$ for the delivery of the flowers and the earrings (if it is chosen as the gift) and $\text{quality} \geq 3 \text{ star}$ for dinner reservation.

The organization of the paper is as follows. In Section 2, the architecture of the framework is presented. Section 3 explains the composite service modeling in CCTR. In Section 4, the refinement of selection and construction of the service is presented. Section 5 gives an overview of the related work and finally Section 6 concludes the paper with a summary of the work.

2 Architecture

The proposed system combines the existing technologies for service discovery with a logical framework for service selection refinement and web service composition. The architecture of the system is shown in Figure 1. In order to construct a composite service, the system follows the steps given below.

1. The general structure of the composite service and the constraints are defined by the user. The general structure includes the category templates for the web services. The web services that are compatible with the...
template and fulfills the constraints are selected by the system and substituted. An abstract service includes the service type (category) information. The user may define further information and constraints on the service, such as inputs, service provider name, payment method. The kind of definition may vary with the service type.

2. Definitions provided by the user is converted to CCTR. Each service type instance is represented as a unique atomic formula in CCTR. The constraints definitions are translated to CCTR constraint predicates. The details of CCTR service definitions and constraint predicates are given in Section 3.2.

3. Definitions provided by the user is converted to service queries. Basically, for each service type that take part in the composite service definition, a query including a condition on the service type is produced. If the user provides additional information and constraints on the service, they are incorporated in the query as well.

4. Service matching is done according to the produced queries that have been described above. In our architecture, we use the UDDI [32] service directory as the service description repository. The category-based service selection is done through this directory. Additional conditions on the queries may refine the selection further. This step selects a set of candidate services for each abstract service that takes part in the composite service definition. These candidate service sets are stored in a local repository.

5. The selected services, together with their parameters are represented in CCTR. In CCTR terminology, the set of candidate services for a service template is called the resources for the service type. This step is explained in Section 3.2.

6. The set of candidate services fulfill the category and the other constraints defined on the abstract services. However, further refinement is necessary to select the set of services that fulfill the constraints on the composite service (e.g. same constraint, cost constraint). The CCTR scheduler refines the service selection on the basis of such constraints. The refinement affects the execution flow models that include Or/Xor branches. The plans generated by the CCTR schedule include both the execution flow and service assignment. There may be more than one feasible plan and the generated plan set may include some plans that do not fully comply the constraints, however, all the plans are within the acceptable limits provided by the user. The generated plan set is presented to the user in descending ranking.

7. The selected plan is converted to a composite web service. The resulting composite web service is constructed by substituting each service template with its corresponding service in the selected candidate service set. This definition can be translated to a web service execution language such as WSFL [16] or BPEL2WS [9].

In this paper, the emphasis is on the representation of the composite service model in CCTR and service selection refinement by CCTR scheduler. Therefore, in the following sections, we will present the steps 2, 5 and 6 in more detail.

3 Modelling the Composite Web Services

A composite web service model includes specification of the type of required services, the general flow of the services and the constraints on the composite service as well as on the individual services.

**Definition 3.1** A composite web service definition includes

- Abstract service definition: This definition is independent of the service instance. It basically includes the type/category information of the service. We assume that the categories are define on the basis of the standard service codes as in UNSPSC [33] or NAICS [21]. In addition, the input to the abstract service may be necessary for the discovery process. As an example, the for the earring buying service, the service type may be represented with 448310, which is the NAICS code for jewelry stores. As the input earring is defined as the input to the service definition.

- Flow definition: The flow definition includes the execution flow pattern. In this work, we limit the patterns to serial, concurrent and Or/Xor parallel structures. These structures are compatible with OWL-S composite process definition.

- Constraint definition: Constraint definitions include the constraints on the individual services and the constraints on the composite web service. The individual service constraints are defined on the parameters of the individual services such as payment method or service provider. Composite service constraints are cost constraints that are defined on one or more cost dimensions of the service, such as total budget or total duration. Cost constraint definitions are accompanied with one more parameter, called acceptance level. It provides relaxation on the constraints increasing the alternative for the user. The definition of acceptance level is given below.
Definition 3.2 Given a cost constraint $C$ in the form of $c < n$, acceptance level $a$ for $C$ is a numeric value such that $c < c \in (n + a)$ becomes an acceptable constraint.

In this work, we limited the acceptance level definition to constraints that have an upper bound. Generally, relaxations on such type of constraints lead to more number of alternative plans.

In addition to the constraints defined by the user, there may be some implicit constraints as well. For instance, the compatibility of communication protocols of the web services that need to pass parameters or compatibility of the parameter types are important constraints for the execution of the composite services. Such constraints can be defined as a default set of constraint definitions and added to the user’s constraints automatically.

Previously, CCTR has been used to model and schedule workflows under resource allocation constraints. A composite web service share many common features with a workflow system. In a composite web service, individual services work in a coordinated and collaborative fashion as in the way tasks of a workflow execute. In this section, we first provide an overview of CCTR and then describe how CCTR is used as a formal framework for composite web service modeling.

3.1 CCTR

Concurrent Constraint Transaction Logic (CCTR) is an extension to Concurrent Transaction Logic (CTR) with the capability of workflow modeling and scheduling under resource allocation constraints. CTR extends first-order logic for programming, executing and reasoning state changing concurrent processes [8]. It has been successfully applied to modeling, reasoning about and scheduling workflows [11, 7]. CCTR exploits the workflow modeling, reasoning and scheduling capabilities of CTR and broadens these capabilities for the set of resource allocation constraints.

CCTR extends classical logic with new connectives and modalities. We present two of them which are important to modeling of workflows and e-services: $\otimes$, the serial conjunction, and $\parallel$, the parallel conjunction. The simplest kind of a formula is an atomic formula, which has the usual form $p(t_1, \ldots, t_n)$, where $p$ is an $n$-ary predicate symbol taken from $P$ or $C$ and $t_1, \ldots, t_n$ are terms. Complex formulas are constructed as follows: If $\phi$ and $\psi$ are CCTR formulas, then so are the following expressions:

- $\phi \lor \psi, \phi \land \psi, \phi \otimes \psi, \phi \parallel \psi, \phi \mid \psi, \neg \psi$

- $(\forall X)\phi$ and $(\exists X)\phi$, where $X$ is a variable.

Intuitively, the formula $\phi \otimes \psi$ means that the subtransactions $\phi$ must execute first and the subtransaction $\psi$ executes next. The formula $\phi \mid \psi$ means that subtransactions $\phi$ and $\psi$ execute concurrently.

The following formula models a composite web service in which $\text{service}_1$ and $\text{service}_2$ run in order and $\text{service}_3$ is executed in parallel with two other two services.

\[(\text{service}_1 \otimes \text{service}_2) \mid \text{service}_3 \land c_1 \land c_2\]

In the above formula, $c_1$ and $c_2$ are constraint predicates that models the resource allocation constraints on this composite service. The conjunction operator denotes that these constraints must be true along the whole workflow.

In CCTR, the formulas are satisfied along partial schedules. A partial schedule is a set of database states which also captures the information as to whether the state changes take place in sequence or concurrently.

CCTR includes resource and resource assignment as the formal parts of the logic. A resource is an object with the attributes token and cost and a resource assignment is a partial mapping from partial schedules to sets of resources. Hence, resource assignment defines the set of resources needed along an execution.

In CCTR, the semantics of the constraint predicates is captured by the constraint universe parameter of the language. Constraint universe contains the domains and the relations that are used to define the semantics of constraint predicates. For each $n$-ary constraint predicate symbol $C \in C$, there is a $(n+2)$-ary relation $CP$ in the constraint universe. The first one of the new arguments is a partial schedule and the second one is a resource assignment. These extra arguments allow us to relate the behavior of the constraints to the execution of workflows.

The model theory of CCTR tells whether a given resource allocation along a partial schedule satisfies a CCTR formula. Therefore, informally, the following says that the CCTR formula $C$ is true along execution $\omega$ under resource assignment $\zeta$.

$$M, \omega, \zeta \models C$$

CCTR scheduler finds the executions and resource assignments that obeys CCTR model theory. The detailed information on CCTR can be found in [26].

3.2 Modeling a composite web service in CCTR

In order to model the composite service in CCTR, we have to represent each component of composite service definition in Definition 3.1 in CCTR. These are the representation of abstract services, representation of the flow and the representation of the constraints.

Abstract Service Modeling: In CCTR, each abstract service call is represented by an atomic formula. In a composite service, the same abstract service may take place more than once. However, each occurrence represents a sepa-
are represented by the operators the atoms vice templates dinner-reservation and

We can represent the control ow in Example 1.1 as modeling the control ow of the service. The sequen-
ate instance. For this reason, in CCTR, they are repre-

tated by different atomic formulas. For example, the service templates flower-sending, buy-earrings-gift, buy-a-trip and dinner-reservation of Example 1.1 are represented by the atoms f, g, t and d, respectively.

Flow Modeling: The operators of CCTR are used for modeling the control ow of the service. The sequential ow, concurrent ow and alternatives (Or branches) are represented by the operators ⊗, | and ∨, respectively. We can represent the control ow in Example 1.1 as (f ⊗ (g ∨ t)) | d.

Constraints Modeling: The constraints on the composite service is represented as constraint predicates. The acceptance level is incorporated into the deinitions as well.

Example 3.3 The constraints of Example 1.1 are represented as CCTR constraint predicates as follows:

- budget≤(700, 50) denotes total budget should be less than $700, with the acceptance level $50.
- duration≤(5, 0) denotes total duration should be less than 5 hours with the acceptance level 0.
- quality≥(3) denotes that the quality of the service, on which the constraint applied, should be equal to or above 3.

In CCTR, the semantics of the constraint predicates is deined in constraint universe. Constraint universe includes relations that are associated with constraint predicates.

Example 3.4 The relations that are shown in Figure 3 deine the semantics of the constraint predicates budget≤, duration and quality≥ of Example 3.3. In order to accumulate the price cost of each simple execution, the relation budget≤ makes use of a function named budget cost. This function adds up the prices along concurrent and sequential executions. The deinition of duration≤ is also similar, except that the auxiliary function accumulates the duration costs differently. This time, the costs are added up for sequential executions, however, for concurrent executions, among the concurrent branches, maximum of the costs is selected.

It is possible to provide user templates for the deinition of common types of constraints. In addition to this, complete description of a set of default constraints may be extracted from the process model and presented to the user.

4 Selection Refinement and Construction of Composite Web Services

As the result of service discovery step, a set of candidate services is formed for each template. However, at this point, it is still not clear whether they satisfy the constraints on the composite service. We need a selection renement mechanism to guarantee that the service selection satises all of the given constraints. We use CCTR scheduler as the selection renement module.

4.1 Service Discovery

The rst step in the service selection is to discover a set of services for each service template. For this purpose, a category based search is applied on the service repository. In some cases, besides category type, it may be necessary to make selection on the basis of further constraints such as duration or payment method of the individual services. Such constraint are incorporated into the service queries.
CCTR scheduler can solve these constraints as well, however, it is beneficial to reduce the size of candidate set in earlier step. For such cases, the needed information has to be retrieved from the service and if it satisfies constraints that are defined on the service template, it is selected. In this step, it is also possible to adopt results of the research on the semantically enriched repositories [30, 12, 14, 15] for a more intelligent search. The details of service discovery is beyond the scope of this paper. As a result of this step, for each service template instance, a set of candidate services is obtained.

4.2 Selection Refinement

In CCTR, a resource is modeled as an object with one or more cost attributes. However, OWL-S based service descriptions are more complex and include many attributes. Each service in a candidate set is mapped to a resource model. In this mapping we keep only the relevant attributes of the services. Relevant attributes are the attributes of a service on which some constraint is defined. An example mapping for the candidate set generated for Example 1.1 is shown in Figure 3.

CCTR scheduler receives the resulting resource definitions, composite service model and constraints and produce an execution ordering and the service assignments to the templates that will constitute the composition. The scheduler is shown in Figure 4. The major steps of scheduling process is as follows:

- **Transformation**: CCTR scheduler includes CTR interpreter\(^1\). In transformation step, CCTR formula is translated into a form that is compatible with CTR interpreter.
- **CTR Interpreter**: CTR interpreter produces possible execution orderings. This is crucial for flow structures that include Or/Xor branches. Selection of the execution branch among the alternatives may effect the satisfaction of the constraints. For this reason, the service filtering is done for each possible ordering that include different branch selection among alternative Or/Xor branches.
- **Constraint Solver**: CTR interpreter does not have the capability to solve the constraints. It accumulates the atomic constraint formulas and forward it to the constraint solver. The constraint solver produces a list of resource objects that includes a service for each service template in the execution ordering which is produced in the previous step.

Through backtracking, CCTR scheduler can produce all possible execution sequences and corresponding service assignments. By this way, we obtain all of the feasible plans.

**Example 4.1** The original CCTR formula that models the composite service is as follows:

\[(f \otimes (g \lor t)) \land \{(d \land \text{quality} \geq (3)) \land \text{budget} \leq (700, 50) \land \text{duration} \leq (5, 0)\]

After the transformation, the following formula is generated:

\[(((f \otimes g)) \land (d \land \text{quality} \geq (3, D)) \land \text{budget} \leq (700, 50) \land ((F \ominus G) || p). D) \otimes \text{duration} \leq (5, 0) \land ((F \ominus G) || p). D) \lor (((f \otimes t) \land (d \land \text{quality} \geq (3, D)) \land \text{budget} \leq (700, 50) \land ((F \ominus D) || p). D)) \otimes \text{duration} \leq (5, 0) \land ((F \ominus D) || p). D) \lor \]

\[^1\text{CTR interpreter is the implementation of CTR proof theory. Incorporating CTR interpreter in the scheduler provide reusability of the previously defined module.}\]
The transformation eliminates ∧’s and the formula becomes compatible with the CTR interpreter. The constraint predicates \( \text{budget} \leq \text{duration} \leq \text{quality} \) are transformed to the classical predicates \( \text{budget} \leq \text{duration} \leq \text{and} \text{quality} \), respectively. For the constraint solving step, we need the semantics of the constraints. The relation definitions in the constraint universe is rewritten as a set of predicates so that the logic-based constraint solving engines can run on these rules. For example, the relation \( \text{budget}_{\leq}(\omega, \xi, 700, 0) \) is mapped to the following definition of the predicate \( \text{budget}_{\leq}(700, 0, X) \) as follows:

\[
\begin{align*}
\text{budget}_{\leq}(700, 50, X) &: - \\
\text{budget}_{\leq}(700, 50, X) &= - \text{budget}_{\leq}(X, \text{Cost}) \\
\text{Cost} &\leq 700 + 50.
\end{align*}
\]

\[
\begin{align*}
\text{budget}_{\leq}(X_1, X_2, \text{Cost}) &: - \\
\text{Cost} &\leq \text{Cost}_1 + \text{Cost}_2 \\
\text{budget}_{\leq}(X_1 \parallel X_2, \text{Cost}) &: - \\
\text{Cost} &\leq \text{Cost}_1 + \text{Cost}_2 \\
\text{budget}_{\leq}(X_{\text{ear}}, \text{Cost}) &: - \\
\text{budget}_{\leq}(X_{\text{ear}}, \text{Cost}) &= \text{budget}_{\leq}(X, \text{Cost}), \text{where } X_{\text{ear}} \text{ is a variable.}
\end{align*}
\]

The predicates \( \text{duration} \leq \text{and} \text{quality} \) are defined in a similar way. Under these predicate definitions, the scheduler produces a set of feasible plans for the modeled composite web service. The set of feasible plans for our example is given in Figure 5. Notice that, due to the existence of or branch, the composition model \((f \otimes (g \lor t)) \mid d \) has two alternative execution orderings: \((f \otimes g) \mid d \) and \((f \otimes t) \mid d \). In Figure 5, the plans that include gift service have the flow structure \((f \otimes g) \mid d \), whereas the others have \((f \otimes t) \mid d \) as the flow structure.

### 4.3 Ranking the Plans

For most of the composite service descriptions, more than one plan is generated. These plans should be ranked according to some evaluation measure. In this work, we use the following evaluation function:

\[
eval(p) = \sum_{i=1}^{n} (c_i - t_i) \cdot w_i + \sum_{j=1}^{m} (t_j - c_j) \cdot w_i
\]

The evaluation measure consists of the sum of two calculations. The first part calculates the distance of the results from the threshold for constraints having an upper bound (e.g. \(c < n\)). The second one is for the distance calculation for constraints with lower bound (e.g. \(c > m\)). In this formula, \(n\) and \(m\) denote the number of constraints, having upper bound and lower bound, respectively. \(c_i, t_i, c_j, t_j\) denote the normalized \emph{computed} value for constraint \(i\) (\(j\)), \(t_i\) (\(t_j\)) denotes the normalized \emph{threshold (bound)} value and \(w_i\) (\(w_j\)) shows the weight of the constraint \(i\) (\(j\)). Weight values may be obtained statistically, on the basis of the previously preferred plans, or it may be provided by the user. (Default weight value is set as 1 for all weights.) The weights are used for specifying priorities to the constraints. They reflect user’s order of importance for the fulfillment of the constraints and facilitate the ranking. Note that, the constraints that require exact matching, such as “the payment method should be visa” are satisfied by all plans equally, therefore they do not need to participate in the ranking. The plans are ranked in the increasing order of their \(\text{eval}\) value. It is possible to choose the best one (the one with rank 1) and execute it automatically. However, the user’s preferences may not match the weight values. Therefore, we present the ranked plans to the user for the final decision.

Another reason for preferring the user-decision is the existence of an acceptance level for the services. Due to the acceptance level definition, the list of feasible plans include the ones that do not fully comply with the constraints but still stay within the acceptance limits. For instance the total cost of last three plans of Figure 5 exceed the budget,
however, plan₅ may be preferable, since it includes a 5-star restaurant with a slight increase in the budget. In the plan ranking, the plans that do not fully satisfy the constraints are marked for user’s informations. (In Figure 5, such plans are marked with *). These plans are detected during evaluation calculation. Notice that, if a plan fails to satisfy constraint i (with upper bound), then $c_i - t_i > 0$.

Once the plan selection is completed, the composite service is constructed by substituting the service with the corresponding abstract model. The resulting composite service representation may be translated to some service execution language such as BPEL4WS.

### 5 Related Work

Web services have been a rich and challenging research area that. There are many dimensions to be studied. [10, 2, 27] present an overview of the web services and current technology. There has been standards proposed for service publish, registry and discovery, such as [32, 31, 36]. In this work, we include some of these standards and tools, especially for service discovery process.

The semantic description of the web services plays an important role in the machine-understandability which leads to the automation of the web service discovery, composition and execution. There are several languages for defining web service semantics such as OWL-S [17] and WSMO [37]. In [25] the relation between OWL-S and CCTR has been discussed. CCTR and OWL-S have complementary roles and functionalities for composite web services, where OWL-S describes semantics of the individual services and CCTR models the constraint, formal structure of the process and does scheduling under the constraints. In rule based language of WSMO, name WSDL, provides a declarative as in CCTR. However, the process modeling and the rules and constraints expressible on the process model is not presented in detail. WSDL-S [1] is another framework for web service semantic description. However, the main difference of WSDL-S from other semantic description languages is that it allows the portability of semantic description of web service to the service model. The WSDL description is annotated with the semantic description in the language of user’s choice. As a result, all such ontology languages are orthogonal to CCTR and can be used together with CCTR for concrete modeling.

There has been several related works on the composition of web services. [3] and [24] present detailed surveys on the web service composition approaches. In [34], a comparative study of the web service composition languages is given. Several works use different approaches and architectures for web service composition [22, 4, 20, 23, 28, 29, 13]. Among them, [22, 23] and [38] is similar to this work in the sense that they emphasize the constraints and constraint satisfaction methods. METEOR-S [22, 23] presents a detailed web service composition architecture. Constraint definitions on the composite service are used for optimal plan generation. Another work, [38], uses linear programming for solving constraints on composite service. In both of these approaches, separate tools are used for process modeling, constraint definition and satisfaction. The major difference in this work is the use of a logic-based formalism in which both process model and constraints can be specified and checked. It provides a uniform framework for modeling and service refinement. The semantics of the constraints on the services and on the composition can be defined by the user. The logic-based scheduler can detect the effect of constraints on the flow structure and the generated plans include both flow and service assignment information.

In [19, 18], as in this work, a logical formalization is used for the composite service modeling. This formalization declarative defines the relations between the atomic services and can express and reason about constraints on the atomic services. In our work, the set of expressive constraints is larger, including constraints on the overall composite structure. In addition to this, the scheduler includes a constraint solver for checking the satisfiability of constraints efficiently and for filtering the candidate services for the constraint satisfaction.

In [28, 29], some methods for semi-automatic composition are presented. In these works, an architecture through which user can define constraints on the individual services dynamically, is proposed. In this work, in contrast
to [28, 29], user’s contribution to the system is at the point of plan selection. It is a semi-automatic system in the sense that user contributes to the plan selection. The system can be tuned to work as an automatic system by the help of plan ranking, as well. It may be an interesting research direction to combine these two different semi-automatic composition approaches.

6 Conclusion

The Internet is growing to be a big service repository and most of the the business and non-business services are expected to be served through the web in the future. As a result of this trend, web service composition becomes inevitable in order to answer complex requirements of the user. Composition of the services include many challenging tasks such as modeling, service discovery, service compatibility, service selection, plan generation and execution. In this work, the emphasis is in constraint modeling, service selection refinement under the the constraints and plan generation.

In this paper, we present a logic-based composite web service modeling and construction framework. It provides a formal and unified framework for representation and checking all constraints defined on the composite web service. We use the logic-based language CCTR for this purpose. CCTR’s language primitives allow the modeling of the flow of the composite model and constraints on the model. CCTR scheduler produces feasible plans fulfilling the constraints. Another contribution of the work is definition of allowance level for constraints. This provides a flexibility for the user to define constraints and to select the best composition plan.

In the implementation of the architecture, we are at the phase of selection refinement and composition modules development. We plan to extend this work with an ontology-based service discovery module, execution engine and monitoring of the composite service.
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